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З дисципліни «Комп'ютерна криптографія»

На тему: «Дослідження блочних алгоритмів симетричних криптографічних перетворень»
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ЗАВДАННЯ

Розробити програму шифрування й розшифрування по стандарту ДСТУ 7624:2014 «Калина» (довжина блоку та ключа – 128 біт).
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![](data:image/png;base64,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)

ТАБЛИЦЯ ШВИДКОДІЇ АЛГОРИТМУ

Досліди проводились для процесора Intel Pentium B960 2.2 ГГц.

|  |  |  |
| --- | --- | --- |
| Розмір файлу | Час шифрування | Час розшифрування |
| 10 КБ | 00:00:00.0980611 | 00:00:00.1876094 |
| 100 КБ | 00:00:00.8882621 | 00:00:01.9630112 |
| 500 КБ | 00:00:04.5881128 | 00:00:09.7990151 |
| 1 МБ | 00:00:07.8471330 | 00:00:19.5187705 |

ЛІСТИНГ ПРОГРАМИ МОВОЮ C#

Block.cs

using System.Collections.Generic;

using System.Linq;

using System.Numerics;

namespace Kalyna

{

public class Block

{

public List<byte> Data { get; set; } = new List<byte>();

public Block() { }

public Block(Block block)

{

Data = new List<byte>(block.Data);

}

/// <summary>

/// Adds round key

/// </summary>

/// <param name="key"></param>

public void AddRoundKey(Block key)

{

const int n = 8;

for (var i = 0; i < 16; i += n)

{

var dataBi = new BigInteger(Data.Where((d, idx) => i <= idx && idx < i + n).ToArray());

dataBi += new BigInteger(key.Data.Where((d, idx) => i <= idx && idx < i + n).ToArray());

var newData = dataBi.ToByteArray();

for (var j = 0; j < n; j++)

Data[i + j] = j < newData.Length ? newData[j] : (byte)0;

}

}

/// <summary>

/// Substracts round key

/// </summary>

/// <param name="key"></param>

public void SubRoundKey(Block key)

{

const int n = 8;

for (var i = 0; i < 16; i += n)

{

var dataBi = new BigInteger(Data.Where((d, idx) => i <= idx && idx < i + n).ToArray());

dataBi -= new BigInteger(key.Data.Where((d, idx) => i <= idx && idx < i + n).ToArray());

var newData = dataBi.ToByteArray();

for (var j = 0; j < n; j++)

Data[i + j] = j < newData.Length ? newData[j] : (byte)0;

}

}

/// <summary>

/// Cyclic shifts internal state matrix rightwards

/// </summary>

/// <param name="i">Positions number</param>

public void RotateRight(int i)

{

var bi = new BigInteger(Data.ToArray());

bi = (bi >> i % 128) + (bi << (128 - i % 128));

Data = new List<byte>(bi.ToByteArray().Where((t, idx) => idx < 16));

}

/// <summary>

/// Cyclic shifts internal state matrix leftwards

/// </summary>

/// <param name="i">Positions number</param>

public void RotateLeft(int i)

{

var bi = new BigInteger(Data.ToArray());

bi = (bi << i % 128) + (bi >> (128 - i % 128));

Data = new List<byte>(bi.ToByteArray().Where((t, idx) => idx < 16));

}

/// <summary>

/// Shifts internal state matrix leftwards

/// </summary>

/// <param name="i">Positions number</param>

public void ShiftLeft(int i)

{

var bi = new BigInteger(Data.ToArray());

bi <<= i;

Data = new List<byte>(bi.ToByteArray());

}

/// <summary>

/// Changes bytes from S-matrix

/// </summary>

/// <param name="table"></param>

public void SubBytes(byte[][][] table)

{

var trump = 0;

for (var i = Data.Count - 1; 0 <= i; --i)

{

var d = Data[i];

var upper = (d & 0xF0) >> 4;

var lower = d & 0x0F;

Data[i] = table[trump % 4][upper][lower];

trump = ++trump % 4;

}

}

/// <summary>

/// Swap two items of internal state matrix

/// </summary>

/// <param name="i1"></param>

/// <param name="i2"></param>

private void ShiftBytesPair(int i1, int i2)

{

var buf = Data[i1];

Data[i1] = Data[i2];

Data[i2] = buf;

}

/// <summary>

/// Performs internal state matrix rows cyclic right shift (>>> 8)

/// </summary>

public void ShiftRows()

{

for (var i = 11; 8 <= i; --i)

ShiftBytesPair(i, i - 8);

}

/// <summary>

/// Performs internal state matrix rows cyclic left shift (>>> 8)

/// </summary>

public void ShiftRowsRev()

{

for (var i = 11; 8 <= i; --i)

ShiftBytesPair(i - 8, i);

}

/// <summary>

/// Performs Galois multiplication. From Wikipedia

/// </summary>

/// <param name="a"></param>

/// <param name="b"></param>

/// <returns></returns>

private static byte Gmul(int a, int b)

{

byte p = 0; /\* the product of the multiplication \*/

while (b != 0)

{

if ((b & 1) == 1) /\* if b is odd, then add the corresponding a to p (final product = sum of all a's corresponding to odd b's) \*/

p ^= (byte)a; /\* since we're in GF(2^m), addition is an XOR \*/

if ((a & 0x80) == 0x80) /\* GF modulo: if a >= 128, then it will overflow when shifted left, so reduce \*/

a = (a << 1) ^ 0x11d; /\* XOR with the primitive polynomial x^8 + x^4 + x^3 + x + 1 (0b1\_0001\_1011) -- you can change it but it must be irreducible \*/

else

a <<= 1; /\* equivalent to a\*2 \*/

b >>= 1; /\* equivalent to b // 2 \*/

}

return p;

}

/// <summary>

/// Mixes columns of internal state matrix

/// </summary>

/// <param name="table"></param>

public void MixColumns(byte[][] table)

{

var dataCopy = new List<byte>(Data);

// First column

var trump = Data.Count - 1;

for (var row = 0; row < 8; row++)

{

byte sum = 0;

var hillary = Data.Count - 1;

for (var h = 0; h < 8; h++)

{

sum ^= Gmul(dataCopy[hillary], table[row][h]);

hillary--;

}

Data[trump] = sum;

trump--;

}

// Second column

trump = Data.Count - 1 - 8;

for (var row = 0; row < 8; row++)

{

byte sum = 0;

var hillary = Data.Count - 1 - 8;

for (var h = 0; h < 8; h++)

{

sum ^= Gmul(dataCopy[hillary], table[row][h]);

hillary--;

}

Data[trump] = sum;

trump--;

}

}

/// <summary>

/// Performs exclusive or (XOR) with round key

/// </summary>

/// <param name="key"></param>

public void Xor(Block key)

{

for (var i = 0; i < Data.Count; i++)

Data[i] ^= key.Data[i];

}

}

}

StaticTables.cs

using System.Collections.Generic;

namespace Kalyna

{

public static class StaticTables

{

public static readonly List<byte> V = new List<byte>

{

0, 1, 0, 1, 0, 1, 0, 1,

0, 1, 0, 1, 0, 1, 0, 1

};

public static readonly byte[][][] Π =

{

new [] {

new byte[] { 0xA8, 0x43, 0x5F, 0x06, 0x6B, 0x75, 0x6C, 0x59, 0x71, 0xDF, 0x87, 0x95, 0x17, 0xF0, 0xD8, 0x09 },

new byte[] { 0x6D, 0xF3, 0x1D, 0xCB, 0xC9, 0x4D, 0x2C, 0xAF, 0x79, 0xE0, 0x97, 0xFD, 0x6F, 0x4B, 0x45, 0x39 },

new byte[] { 0x3E, 0xDD, 0xA3, 0x4F, 0xB4, 0xB6, 0x9A, 0x0E, 0x1F, 0xBF, 0x15, 0xE1, 0x49, 0xD2, 0x93, 0xC6 },

new byte[] { 0x92, 0x72, 0x9E, 0x61, 0xD1, 0x63, 0xFA, 0xEE, 0xF4, 0x19, 0xD5, 0xAD, 0x58, 0xA4, 0xBB, 0xA1 },

new byte[] { 0xDC, 0xF2, 0x83, 0x37, 0x42, 0xE4, 0x7A, 0x32, 0x9C, 0xCC, 0xAB, 0x4A, 0x8F, 0x6E, 0x04, 0x27 },

new byte[] { 0x2E, 0xE7, 0xE2, 0x5A, 0x96, 0x16, 0x23, 0x2B, 0xC2, 0x65, 0x66, 0x0F, 0xBC, 0xA9, 0x47, 0x41 },

new byte[] { 0x34, 0x48, 0xFC, 0xB7, 0x6A, 0x88, 0xA5, 0x53, 0x86, 0xF9, 0x5B, 0xDB, 0x38, 0x7B, 0xC3, 0x1E },

new byte[] { 0x22, 0x33, 0x24, 0x28, 0x36, 0xC7, 0xB2, 0x3B, 0x8E, 0x77, 0xBA, 0xF5, 0x14, 0x9F, 0x08, 0x55 },

new byte[] { 0x9B, 0x4C, 0xFE, 0x60, 0x5C, 0xDA, 0x18, 0x46, 0xCD, 0x7D, 0x21, 0xB0, 0x3F, 0x1B, 0x89, 0xFF },

new byte[] { 0xEB, 0x84, 0x69, 0x3A, 0x9D, 0xD7, 0xD3, 0x70, 0x67, 0x40, 0xB5, 0xDE, 0x5D, 0x30, 0x91, 0xB1 },

new byte[] { 0x78, 0x11, 0x01, 0xE5, 0x00, 0x68, 0x98, 0xA0, 0xC5, 0x02, 0xA6, 0x74, 0x2D, 0x0B, 0xA2, 0x76 },

new byte[] { 0xB3, 0xBE, 0xCE, 0xBD, 0xAE, 0xE9, 0x8A, 0x31, 0x1C, 0xEC, 0xF1, 0x99, 0x94, 0xAA, 0xF6, 0x26 },

new byte[] { 0x2F, 0xEF, 0xE8, 0x8C, 0x35, 0x03, 0xD4, 0x7F, 0xFB, 0x05, 0xC1, 0x5E, 0x90, 0x20, 0x3D, 0x82 },

new byte[] { 0xF7, 0xEA, 0x0A, 0x0D, 0x7E, 0xF8, 0x50, 0x1A, 0xC4, 0x07, 0x57, 0xB8, 0x3C, 0x62, 0xE3, 0xC8 },

new byte[] { 0xAC, 0x52, 0x64, 0x10, 0xD0, 0xD9, 0x13, 0x0C, 0x12, 0x29, 0x51, 0xB9, 0xCF, 0xD6, 0x73, 0x8D },

new byte[] { 0x81, 0x54, 0xC0, 0xED, 0x4E, 0x44, 0xA7, 0x2A, 0x85, 0x25, 0xE6, 0xCA, 0x7C, 0x8B, 0x56, 0x80 }

},

new [] {

new byte[] { 0xCE, 0xBB, 0xEB, 0x92, 0xEA, 0xCB, 0x13, 0xC1, 0xE9, 0x3A, 0xD6, 0xB2, 0xD2, 0x90, 0x17, 0xF8 },

new byte[] { 0x42, 0x15, 0x56, 0xB4, 0x65, 0x1C, 0x88, 0x43, 0xC5, 0x5C, 0x36, 0xBA, 0xF5, 0x57, 0x67, 0x8D },

new byte[] { 0x31, 0xF6, 0x64, 0x58, 0x9E, 0xF4, 0x22, 0xAA, 0x75, 0x0F, 0x02, 0xB1, 0xDF, 0x6D, 0x73, 0x4D },

new byte[] { 0x7C, 0x26, 0x2E, 0xF7, 0x08, 0x5D, 0x44, 0x3E, 0x9F, 0x14, 0xC8, 0xAE, 0x54, 0x10, 0xD8, 0xBC },

new byte[] { 0x1A, 0x6B, 0x69, 0xF3, 0xBD, 0x33, 0xAB, 0xFA, 0xD1, 0x9B, 0x68, 0x4E, 0x16, 0x95, 0x91, 0xEE },

new byte[] { 0x4C, 0x63, 0x8E, 0x5B, 0xCC, 0x3C, 0x19, 0xA1, 0x81, 0x49, 0x7B, 0xD9, 0x6F, 0x37, 0x60, 0xCA },

new byte[] { 0xE7, 0x2B, 0x48, 0xFD, 0x96, 0x45, 0xFC, 0x41, 0x12, 0x0D, 0x79, 0xE5, 0x89, 0x8C, 0xE3, 0x20 },

new byte[] { 0x30, 0xDC, 0xB7, 0x6C, 0x4A, 0xB5, 0x3F, 0x97, 0xD4, 0x62, 0x2D, 0x06, 0xA4, 0xA5, 0x83, 0x5F },

new byte[] { 0x2A, 0xDA, 0xC9, 0x00, 0x7E, 0xA2, 0x55, 0xBF, 0x11, 0xD5, 0x9C, 0xCF, 0x0E, 0x0A, 0x3D, 0x51 },

new byte[] { 0x7D, 0x93, 0x1B, 0xFE, 0xC4, 0x47, 0x09, 0x86, 0x0B, 0x8F, 0x9D, 0x6A, 0x07, 0xB9, 0xB0, 0x98 },

new byte[] { 0x18, 0x32, 0x71, 0x4B, 0xEF, 0x3B, 0x70, 0xA0, 0xE4, 0x40, 0xFF, 0xC3, 0xA9, 0xE6, 0x78, 0xF9 },

new byte[] { 0x8B, 0x46, 0x80, 0x1E, 0x38, 0xE1, 0xB8, 0xA8, 0xE0, 0x0C, 0x23, 0x76, 0x1D, 0x25, 0x24, 0x05 },

new byte[] { 0xF1, 0x6E, 0x94, 0x28, 0x9A, 0x84, 0xE8, 0xA3, 0x4F, 0x77, 0xD3, 0x85, 0xE2, 0x52, 0xF2, 0x82 },

new byte[] { 0x50, 0x7A, 0x2F, 0x74, 0x53, 0xB3, 0x61, 0xAF, 0x39, 0x35, 0xDE, 0xCD, 0x1F, 0x99, 0xAC, 0xAD },

new byte[] { 0x72, 0x2C, 0xDD, 0xD0, 0x87, 0xBE, 0x5E, 0xA6, 0xEC, 0x04, 0xC6, 0x03, 0x34, 0xFB, 0xDB, 0x59 },

new byte[] { 0xB6, 0xC2, 0x01, 0xF0, 0x5A, 0xED, 0xA7, 0x66, 0x21, 0x7F, 0x8A, 0x27, 0xC7, 0xC0, 0x29, 0xD7 }

},

new [] {

new byte[] { 0x93, 0xD9, 0x9A, 0xB5, 0x98, 0x22, 0x45, 0xFC, 0xBA, 0x6A, 0xDF, 0x02, 0x9F, 0xDC, 0x51, 0x59 },

new byte[] { 0x4A, 0x17, 0x2B, 0xC2, 0x94, 0xF4, 0xBB, 0xA3, 0x62, 0xE4, 0x71, 0xD4, 0xCD, 0x70, 0x16, 0xE1 },

new byte[] { 0x49, 0x3C, 0xC0, 0xD8, 0x5C, 0x9B, 0xAD, 0x85, 0x53, 0xA1, 0x7A, 0xC8, 0x2D, 0xE0, 0xD1, 0x72 },

new byte[] { 0xA6, 0x2C, 0xC4, 0xE3, 0x76, 0x78, 0xB7, 0xB4, 0x09, 0x3B, 0x0E, 0x41, 0x4C, 0xDE, 0xB2, 0x90 },

new byte[] { 0x25, 0xA5, 0xD7, 0x03, 0x11, 0x00, 0xC3, 0x2E, 0x92, 0xEF, 0x4E, 0x12, 0x9D, 0x7D, 0xCB, 0x35 },

new byte[] { 0x10, 0xD5, 0x4F, 0x9E, 0x4D, 0xA9, 0x55, 0xC6, 0xD0, 0x7B, 0x18, 0x97, 0xD3, 0x36, 0xE6, 0x48 },

new byte[] { 0x56, 0x81, 0x8F, 0x77, 0xCC, 0x9C, 0xB9, 0xE2, 0xAC, 0xB8, 0x2F, 0x15, 0xA4, 0x7C, 0xDA, 0x38 },

new byte[] { 0x1E, 0x0B, 0x05, 0xD6, 0x14, 0x6E, 0x6C, 0x7E, 0x66, 0xFD, 0xB1, 0xE5, 0x60, 0xAF, 0x5E, 0x33 },

new byte[] { 0x87, 0xC9, 0xF0, 0x5D, 0x6D, 0x3F, 0x88, 0x8D, 0xC7, 0xF7, 0x1D, 0xE9, 0xEC, 0xED, 0x80, 0x29 },

new byte[] { 0x27, 0xCF, 0x99, 0xA8, 0x50, 0x0F, 0x37, 0x24, 0x28, 0x30, 0x95, 0xD2, 0x3E, 0x5B, 0x40, 0x83 },

new byte[] { 0xB3, 0x69, 0x57, 0x1F, 0x07, 0x1C, 0x8A, 0xBC, 0x20, 0xEB, 0xCE, 0x8E, 0xAB, 0xEE, 0x31, 0xA2 },

new byte[] { 0x73, 0xF9, 0xCA, 0x3A, 0x1A, 0xFB, 0x0D, 0xC1, 0xFE, 0xFA, 0xF2, 0x6F, 0xBD, 0x96, 0xDD, 0x43 },

new byte[] { 0x52, 0xB6, 0x08, 0xF3, 0xAE, 0xBE, 0x19, 0x89, 0x32, 0x26, 0xB0, 0xEA, 0x4B, 0x64, 0x84, 0x82 },

new byte[] { 0x6B, 0xF5, 0x79, 0xBF, 0x01, 0x5F, 0x75, 0x63, 0x1B, 0x23, 0x3D, 0x68, 0x2A, 0x65, 0xE8, 0x91 },

new byte[] { 0xF6, 0xFF, 0x13, 0x58, 0xF1, 0x47, 0x0A, 0x7F, 0xC5, 0xA7, 0xE7, 0x61, 0x5A, 0x06, 0x46, 0x44 },

new byte[] { 0x42, 0x04, 0xA0, 0xDB, 0x39, 0x86, 0x54, 0xAA, 0x8C, 0x34, 0x21, 0x8B, 0xF8, 0x0C, 0x74, 0x67 }

},

new [] {

new byte[] {0x68, 0x8D, 0xCA, 0x4D, 0x73, 0x4B, 0x4E, 0x2A, 0xD4, 0x52, 0x26, 0xB3, 0x54, 0x1E, 0x19, 0x1F },

new byte[] {0x22, 0x03, 0x46, 0x3D, 0x2D, 0x4A, 0x53, 0x83, 0x13, 0x8A, 0xB7, 0xD5, 0x25, 0x79, 0xF5, 0xBD },

new byte[] {0x58, 0x2F, 0x0D, 0x02, 0xED, 0x51, 0x9E, 0x11, 0xF2, 0x3E, 0x55, 0x5E, 0xD1, 0x16, 0x3C, 0x66 },

new byte[] {0x70, 0x5D, 0xF3, 0x45, 0x40, 0xCC, 0xE8, 0x94, 0x56, 0x08, 0xCE, 0x1A, 0x3A, 0xD2, 0xE1, 0xDF },

new byte[] {0xB5, 0x38, 0x6E, 0x0E, 0xE5, 0xF4, 0xF9, 0x86, 0xE9, 0x4F, 0xD6, 0x85, 0x23, 0xCF, 0x32, 0x99 },

new byte[] {0x31, 0x14, 0xAE, 0xEE, 0xC8, 0x48, 0xD3, 0x30, 0xA1, 0x92, 0x41, 0xB1, 0x18, 0xC4, 0x2C, 0x71 },

new byte[] {0x72, 0x44, 0x15, 0xFD, 0x37, 0xBE, 0x5F, 0xAA, 0x9B, 0x88, 0xD8, 0xAB, 0x89, 0x9C, 0xFA, 0x60 },

new byte[] {0xEA, 0xBC, 0x62, 0x0C, 0x24, 0xA6, 0xA8, 0xEC, 0x67, 0x20, 0xDB, 0x7C, 0x28, 0xDD, 0xAC, 0x5B },

new byte[] {0x34, 0x7E, 0x10, 0xF1, 0x7B, 0x8F, 0x63, 0xA0, 0x05, 0x9A, 0x43, 0x77, 0x21, 0xBF, 0x27, 0x09 },

new byte[] {0xC3, 0x9F, 0xB6, 0xD7, 0x29, 0xC2, 0xEB, 0xC0, 0xA4, 0x8B, 0x8C, 0x1D, 0xFB, 0xFF, 0xC1, 0xB2 },

new byte[] {0x97, 0x2E, 0xF8, 0x65, 0xF6, 0x75, 0x07, 0x04, 0x49, 0x33, 0xE4, 0xD9, 0xB9, 0xD0, 0x42, 0xC7 },

new byte[] {0x6C, 0x90, 0x00, 0x8E, 0x6F, 0x50, 0x01, 0xC5, 0xDA, 0x47, 0x3F, 0xCD, 0x69, 0xA2, 0xE2, 0x7A },

new byte[] {0xA7, 0xC6, 0x93, 0x0F, 0x0A, 0x06, 0xE6, 0x2B, 0x96, 0xA3, 0x1C, 0xAF, 0x6A, 0x12, 0x84, 0x39 },

new byte[] {0xE7, 0xB0, 0x82, 0xF7, 0xFE, 0x9D, 0x87, 0x5C, 0x81, 0x35, 0xDE, 0xB4, 0xA5, 0xFC, 0x80, 0xEF },

new byte[] {0xCB, 0xBB, 0x6B, 0x76, 0xBA, 0x5A, 0x7D, 0x78, 0x0B, 0x95, 0xE3, 0xAD, 0x74, 0x98, 0x3B, 0x36 },

new byte[] {0x64, 0x6D, 0xDC, 0xF0, 0x59, 0xA9, 0x4C, 0x17, 0x7F, 0x91, 0xB8, 0xC9, 0x57, 0x1B, 0xE0, 0x61 }

}

};

public static readonly byte[][][] ΠRev =

{

new[]

{

new byte[] {0xA4, 0xA2, 0xA9, 0xC5, 0x4E, 0xC9, 0x03, 0xD9, 0x7E, 0x0F, 0xD2, 0xAD, 0xE7, 0xD3, 0x27, 0x5B},

new byte[] {0xE3, 0xA1, 0xE8, 0xE6, 0x7C, 0x2A, 0x55, 0x0C, 0x86, 0x39, 0xD7, 0x8D, 0xB8, 0x12, 0x6F, 0x28},

new byte[] {0xCD, 0x8A, 0x70, 0x56, 0x72, 0xF9, 0xBF, 0x4F, 0x73, 0xE9, 0xF7, 0x57, 0x16, 0xAC, 0x50, 0xC0},

new byte[] {0x9D, 0xB7, 0x47, 0x71, 0x60, 0xC4, 0x74, 0x43, 0x6C, 0x1F, 0x93, 0x77, 0xDC, 0xCE, 0x20, 0x8C},

new byte[] {0x99, 0x5F, 0x44, 0x01, 0xF5, 0x1E, 0x87, 0x5E, 0x61, 0x2C, 0x4B, 0x1D, 0x81, 0x15, 0xF4, 0x23},

new byte[] {0xD6, 0xEA, 0xE1, 0x67, 0xF1, 0x7F, 0xFE, 0xDA, 0x3C, 0x07, 0x53, 0x6A, 0x84, 0x9C, 0xCB, 0x02},

new byte[] {0x83, 0x33, 0xDD, 0x35, 0xE2, 0x59, 0x5A, 0x98, 0xA5, 0x92, 0x64, 0x04, 0x06, 0x10, 0x4D, 0x1C},

new byte[] {0x97, 0x08, 0x31, 0xEE, 0xAB, 0x05, 0xAF, 0x79, 0xA0, 0x18, 0x46, 0x6D, 0xFC, 0x89, 0xD4, 0xC7},

new byte[] {0xFF, 0xF0, 0xCF, 0x42, 0x91, 0xF8, 0x68, 0x0A, 0x65, 0x8E, 0xB6, 0xFD, 0xC3, 0xEF, 0x78, 0x4C},

new byte[] {0xCC, 0x9E, 0x30, 0x2E, 0xBC, 0x0B, 0x54, 0x1A, 0xA6, 0xBB, 0x26, 0x80, 0x48, 0x94, 0x32, 0x7D},

new byte[] {0xA7, 0x3F, 0xAE, 0x22, 0x3D, 0x66, 0xAA, 0xF6, 0x00, 0x5D, 0xBD, 0x4A, 0xE0, 0x3B, 0xB4, 0x17},

new byte[] {0x8B, 0x9F, 0x76, 0xB0, 0x24, 0x9A, 0x25, 0x63, 0xDB, 0xEB, 0x7A, 0x3E, 0x5C, 0xB3, 0xB1, 0x29},

new byte[] {0xF2, 0xCA, 0x58, 0x6E, 0xD8, 0xA8, 0x2F, 0x75, 0xDF, 0x14, 0xFB, 0x13, 0x49, 0x88, 0xB2, 0xEC},

new byte[] {0xE4, 0x34, 0x2D, 0x96, 0xC6, 0x3A, 0xED, 0x95, 0x0E, 0xE5, 0x85, 0x6B, 0x40, 0x21, 0x9B, 0x09},

new byte[] {0x19, 0x2B, 0x52, 0xDE, 0x45, 0xA3, 0xFA, 0x51, 0xC2, 0xB5, 0xD1, 0x90, 0xB9, 0xF3, 0x37, 0xC1},

new byte[] {0x0D, 0xBA, 0x41, 0x11, 0x38, 0x7B, 0xBE, 0xD0, 0xD5, 0x69, 0x36, 0xC8, 0x62, 0x1B, 0x82, 0x8F}

},

new[]

{

new byte[] {0x83, 0xF2, 0x2A, 0xEB, 0xE9, 0xBF, 0x7B, 0x9C, 0x34, 0x96, 0x8D, 0x98, 0xB9, 0x69, 0x8C, 0x29},

new byte[] {0x3D, 0x88, 0x68, 0x06, 0x39, 0x11, 0x4C, 0x0E, 0xA0, 0x56, 0x40, 0x92, 0x15, 0xBC, 0xB3, 0xDC},

new byte[] {0x6F, 0xF8, 0x26, 0xBA, 0xBE, 0xBD, 0x31, 0xFB, 0xC3, 0xFE, 0x80, 0x61, 0xE1, 0x7A, 0x32, 0xD2},

new byte[] {0x70, 0x20, 0xA1, 0x45, 0xEC, 0xD9, 0x1A, 0x5D, 0xB4, 0xD8, 0x09, 0xA5, 0x55, 0x8E, 0x37, 0x76},

new byte[] {0xA9, 0x67, 0x10, 0x17, 0x36, 0x65, 0xB1, 0x95, 0x62, 0x59, 0x74, 0xA3, 0x50, 0x2F, 0x4B, 0xC8},

new byte[] {0xD0, 0x8F, 0xCD, 0xD4, 0x3C, 0x86, 0x12, 0x1D, 0x23, 0xEF, 0xF4, 0x53, 0x19, 0x35, 0xE6, 0x7F},

new byte[] {0x5E, 0xD6, 0x79, 0x51, 0x22, 0x14, 0xF7, 0x1E, 0x4A, 0x42, 0x9B, 0x41, 0x73, 0x2D, 0xC1, 0x5C},

new byte[] {0xA6, 0xA2, 0xE0, 0x2E, 0xD3, 0x28, 0xBB, 0xC9, 0xAE, 0x6A, 0xD1, 0x5A, 0x30, 0x90, 0x84, 0xF9},

new byte[] {0xB2, 0x58, 0xCF, 0x7E, 0xC5, 0xCB, 0x97, 0xE4, 0x16, 0x6C, 0xFA, 0xB0, 0x6D, 0x1F, 0x52, 0x99},

new byte[] {0x0D, 0x4E, 0x03, 0x91, 0xC2, 0x4D, 0x64, 0x77, 0x9F, 0xDD, 0xC4, 0x49, 0x8A, 0x9A, 0x24, 0x38},

new byte[] {0xA7, 0x57, 0x85, 0xC7, 0x7C, 0x7D, 0xE7, 0xF6, 0xB7, 0xAC, 0x27, 0x46, 0xDE, 0xDF, 0x3B, 0xD7},

new byte[] {0x9E, 0x2B, 0x0B, 0xD5, 0x13, 0x75, 0xF0, 0x72, 0xB6, 0x9D, 0x1B, 0x01, 0x3F, 0x44, 0xE5, 0x87},

new byte[] {0xFD, 0x07, 0xF1, 0xAB, 0x94, 0x18, 0xEA, 0xFC, 0x3A, 0x82, 0x5F, 0x05, 0x54, 0xDB, 0x00, 0x8B},

new byte[] {0xE3, 0x48, 0x0C, 0xCA, 0x78, 0x89, 0x0A, 0xFF, 0x3E, 0x5B, 0x81, 0xEE, 0x71, 0xE2, 0xDA, 0x2C},

new byte[] {0xB8, 0xB5, 0xCC, 0x6E, 0xA8, 0x6B, 0xAD, 0x60, 0xC6, 0x08, 0x04, 0x02, 0xE8, 0xF5, 0x4F, 0xA4},

new byte[] {0xF3, 0xC0, 0xCE, 0x43, 0x25, 0x1C, 0x21, 0x33, 0x0F, 0xAF, 0x47, 0xED, 0x66, 0x63, 0x93, 0xAA}

},

new[]

{

new byte[] {0x45, 0xD4, 0x0B, 0x43, 0xF1, 0x72, 0xED, 0xA4, 0xC2, 0x38, 0xE6, 0x71, 0xFD, 0xB6, 0x3A, 0x95},

new byte[] {0x50, 0x44, 0x4B, 0xE2, 0x74, 0x6B, 0x1E, 0x11, 0x5A, 0xC6, 0xB4, 0xD8, 0xA5, 0x8A, 0x70, 0xA3},

new byte[] {0xA8, 0xFA, 0x05, 0xD9, 0x97, 0x40, 0xC9, 0x90, 0x98, 0x8F, 0xDC, 0x12, 0x31, 0x2C, 0x47, 0x6A},

new byte[] {0x99, 0xAE, 0xC8, 0x7F, 0xF9, 0x4F, 0x5D, 0x96, 0x6F, 0xF4, 0xB3, 0x39, 0x21, 0xDA, 0x9C, 0x85},

new byte[] {0x9E, 0x3B, 0xF0, 0xBF, 0xEF, 0x06, 0xEE, 0xE5, 0x5F, 0x20, 0x10, 0xCC, 0x3C, 0x54, 0x4A, 0x52},

new byte[] {0x94, 0x0E, 0xC0, 0x28, 0xF6, 0x56, 0x60, 0xA2, 0xE3, 0x0F, 0xEC, 0x9D, 0x24, 0x83, 0x7E, 0xD5},

new byte[] {0x7C, 0xEB, 0x18, 0xD7, 0xCD, 0xDD, 0x78, 0xFF, 0xDB, 0xA1, 0x09, 0xD0, 0x76, 0x84, 0x75, 0xBB},

new byte[] {0x1D, 0x1A, 0x2F, 0xB0, 0xFE, 0xD6, 0x34, 0x63, 0x35, 0xD2, 0x2A, 0x59, 0x6D, 0x4D, 0x77, 0xE7},

new byte[] {0x8E, 0x61, 0xCF, 0x9F, 0xCE, 0x27, 0xF5, 0x80, 0x86, 0xC7, 0xA6, 0xFB, 0xF8, 0x87, 0xAB, 0x62},

new byte[] {0x3F, 0xDF, 0x48, 0x00, 0x14, 0x9A, 0xBD, 0x5B, 0x04, 0x92, 0x02, 0x25, 0x65, 0x4C, 0x53, 0x0C},

new byte[] {0xF2, 0x29, 0xAF, 0x17, 0x6C, 0x41, 0x30, 0xE9, 0x93, 0x55, 0xF7, 0xAC, 0x68, 0x26, 0xC4, 0x7D},

new byte[] {0xCA, 0x7A, 0x3E, 0xA0, 0x37, 0x03, 0xC1, 0x36, 0x69, 0x66, 0x08, 0x16, 0xA7, 0xBC, 0xC5, 0xD3},

new byte[] {0x22, 0xB7, 0x13, 0x46, 0x32, 0xE8, 0x57, 0x88, 0x2B, 0x81, 0xB2, 0x4E, 0x64, 0x1C, 0xAA, 0x91},

new byte[] {0x58, 0x2E, 0x9B, 0x5C, 0x1B, 0x51, 0x73, 0x42, 0x23, 0x01, 0x6E, 0xF3, 0x0D, 0xBE, 0x3D, 0x0A},

new byte[] {0x2D, 0x1F, 0x67, 0x33, 0x19, 0x7B, 0x5E, 0xEA, 0xDE, 0x8B, 0xCB, 0xA9, 0x8C, 0x8D, 0xAD, 0x49},

new byte[] {0x82, 0xE4, 0xBA, 0xC3, 0x15, 0xD1, 0xE0, 0x89, 0xFC, 0xB1, 0xB9, 0xB5, 0x07, 0x79, 0xB8, 0xE1}

},

new[]

{

new byte[] {0xB2, 0xB6, 0x23, 0x11, 0xA7, 0x88, 0xC5, 0xA6, 0x39, 0x8F, 0xC4, 0xE8, 0x73, 0x22, 0x43, 0xC3},

new byte[] {0x82, 0x27, 0xCD, 0x18, 0x51, 0x62, 0x2D, 0xF7, 0x5C, 0x0E, 0x3B, 0xFD, 0xCA, 0x9B, 0x0D, 0x0F},

new byte[] {0x79, 0x8C, 0x10, 0x4C, 0x74, 0x1C, 0x0A, 0x8E, 0x7C, 0x94, 0x07, 0xC7, 0x5E, 0x14, 0xA1, 0x21},

new byte[] {0x57, 0x50, 0x4E, 0xA9, 0x80, 0xD9, 0xEF, 0x64, 0x41, 0xCF, 0x3C, 0xEE, 0x2E, 0x13, 0x29, 0xBA},

new byte[] {0x34, 0x5A, 0xAE, 0x8A, 0x61, 0x33, 0x12, 0xB9, 0x55, 0xA8, 0x15, 0x05, 0xF6, 0x03, 0x06, 0x49},

new byte[] {0xB5, 0x25, 0x09, 0x16, 0x0C, 0x2A, 0x38, 0xFC, 0x20, 0xF4, 0xE5, 0x7F, 0xD7, 0x31, 0x2B, 0x66},

new byte[] {0x6F, 0xFF, 0x72, 0x86, 0xF0, 0xA3, 0x2F, 0x78, 0x00, 0xBC, 0xCC, 0xE2, 0xB0, 0xF1, 0x42, 0xB4},

new byte[] {0x30, 0x5F, 0x60, 0x04, 0xEC, 0xA5, 0xE3, 0x8B, 0xE7, 0x1D, 0xBF, 0x84, 0x7B, 0xE6, 0x81, 0xF8},

new byte[] {0xDE, 0xD8, 0xD2, 0x17, 0xCE, 0x4B, 0x47, 0xD6, 0x69, 0x6C, 0x19, 0x99, 0x9A, 0x01, 0xB3, 0x85},

new byte[] {0xB1, 0xF9, 0x59, 0xC2, 0x37, 0xE9, 0xC8, 0xA0, 0xED, 0x4F, 0x89, 0x68, 0x6D, 0xD5, 0x26, 0x91},

new byte[] {0x87, 0x58, 0xBD, 0xC9, 0x98, 0xDC, 0x75, 0xC0, 0x76, 0xF5, 0x67, 0x6B, 0x7E, 0xEB, 0x52, 0xCB},

new byte[] {0xD1, 0x5B, 0x9F, 0x0B, 0xDB, 0x40, 0x92, 0x1A, 0xFA, 0xAC, 0xE4, 0xE1, 0x71, 0x1F, 0x65, 0x8D},

new byte[] {0x97, 0x9E, 0x95, 0x90, 0x5D, 0xB7, 0xC1, 0xAF, 0x54, 0xFB, 0x02, 0xE0, 0x35, 0xBB, 0x3A, 0x4D},

new byte[] {0xAD, 0x2C, 0x3D, 0x56, 0x08, 0x1B, 0x4A, 0x93, 0x6A, 0xAB, 0xB8, 0x7A, 0xF2, 0x7D, 0xDA, 0x3F},

new byte[] {0xFE, 0x3E, 0xBE, 0xEA, 0xAA, 0x44, 0xC6, 0xD0, 0x36, 0x48, 0x70, 0x96, 0x77, 0x24, 0x53, 0xDF},

new byte[] {0xF3, 0x83, 0x28, 0x32, 0x45, 0x1E, 0xA4, 0xD3, 0xA2, 0x46, 0x6E, 0x9C, 0xDD, 0x63, 0xD4, 0x9D}

}

};

public static readonly byte[][] Mds = {

new byte[]{ 0x01, 0x01, 0x05, 0x01, 0x08, 0x06, 0x07, 0x04 },

new byte[]{ 0x04, 0x01, 0x01, 0x05, 0x01, 0x08, 0x06, 0x07 },

new byte[]{ 0x07, 0x04, 0x01, 0x01, 0x05, 0x01, 0x08, 0x06 },

new byte[]{ 0x06, 0x07, 0x04, 0x01, 0x01, 0x05, 0x01, 0x08 },

new byte[]{ 0x08, 0x06, 0x07, 0x04, 0x01, 0x01, 0x05, 0x01 },

new byte[]{ 0x01, 0x08, 0x06, 0x07, 0x04, 0x01, 0x01, 0x05 },

new byte[]{ 0x05, 0x01, 0x08, 0x06, 0x07, 0x04, 0x01, 0x01 },

new byte[]{ 0x01, 0x05, 0x01, 0x08, 0x06, 0x07, 0x04, 0x01 }

};

//public static readonly byte[][] MdsRev = {

// new byte[]{ 0xAD, 0x95, 0x76, 0xA8, 0x2F, 0x49, 0xD7, 0xCA },

// new byte[]{ 0x95, 0x76, 0xA8, 0x2F, 0x49, 0xD7, 0xCA, 0xAD },

// new byte[]{ 0x76, 0xA8, 0x2F, 0x49, 0xD7, 0xCA, 0xAD, 0x95 },

// new byte[]{ 0xA8, 0x2F, 0x49, 0xD7, 0xCA, 0xAD, 0x95, 0x76 },

// new byte[]{ 0x2F, 0x49, 0xD7, 0xCA, 0xAD, 0x95, 0x76, 0xA8 },

// new byte[]{ 0x49, 0xD7, 0xCA, 0xAD, 0x95, 0x76, 0xA8, 0x2F },

// new byte[]{ 0xD7, 0xCA, 0xAD, 0x95, 0x76, 0xA8, 0x2F, 0x49 },

// new byte[]{ 0xCA, 0xAD, 0x95, 0x76, 0xA8, 0x2F, 0x49, 0xD7 }

//};

public static readonly byte[][] MdsRev = {

new byte[]{ 0xAD, 0x95, 0x76, 0xA8, 0x2F, 0x49, 0xD7, 0xCA },

new byte[]{ 0xCA, 0xAD, 0x95, 0x76, 0xA8, 0x2F, 0x49, 0xD7 },

new byte[]{ 0xD7, 0xCA, 0xAD, 0x95, 0x76, 0xA8, 0x2F, 0x49 },

new byte[]{ 0x49, 0xD7, 0xCA, 0xAD, 0x95, 0x76, 0xA8, 0x2F },

new byte[]{ 0x2F, 0x49, 0xD7, 0xCA, 0xAD, 0x95, 0x76, 0xA8 },

new byte[]{ 0xA8, 0x2F, 0x49, 0xD7, 0xCA, 0xAD, 0x95, 0x76 },

new byte[]{ 0x76, 0xA8, 0x2F, 0x49, 0xD7, 0xCA, 0xAD, 0x95 },

new byte[]{ 0x95, 0x76, 0xA8, 0x2F, 0x49, 0xD7, 0xCA, 0xAD }

};

}

}

FileEncoderDecoder.cs

using System;

using System.Collections.Generic;

using System.IO;

using System.Linq;

namespace Kalyna

{

public class FileEncoderDecoder

{

public string PlainTextFileName { private get; set; }

public string EncryptedTextFileName { private get; set; }

public string DecryptedTextFileName { private get; set; }

public string KeyFileName { private get; set; }

private Random Random { get; } = new Random();

private int BlocksNumber { get; set; }

private static string GetFullFilePath(string fileName)

{

DirectoryInfo directoryInfo = Directory.GetParent(Directory.GetCurrentDirectory()).Parent;

return directoryInfo == null ? string.Empty : Path.Combine(directoryInfo.FullName, fileName);

}

private static void AddByteToBlock(ref byte[] block, byte data)

{

var newArray = new byte[block.Length + 1];

block.CopyTo(newArray, 1);

newArray[0] = data;

block = newArray;

}

private Block GetKey()

{

//var key = new Block

//{

// Data = new List<byte>

// {

// 15, 14, 13, 12, 11, 10, 9, 8,

// 7, 6, 5, 4, 3, 2, 1, 0

// }

//};

var keyFilePath = GetFullFilePath(KeyFileName);

if (!File.Exists(keyFilePath)) return null;

using (var reader = new BinaryReader(File.Open(keyFilePath, FileMode.Open)))

{

var key = reader.ReadBytes(16);

return key.Length != 16 ? null : new Block { Data = new List<byte>(key) };

}

}

public void Encode()

{

var plainFilePath = GetFullFilePath(PlainTextFileName);

var encryptedFilePath = GetFullFilePath(EncryptedTextFileName);

if (!File.Exists(plainFilePath)) return;

var algorithm = new Algorithm();

var key = GetKey();

algorithm.GenerateRoundsKeys(key);

var areAddedRandomBytes = false;

using (var reader = new BinaryReader(File.Open(plainFilePath, FileMode.Open)))

using (var writer = new BinaryWriter(File.Open(encryptedFilePath, FileMode.Create)))

{

var watch = System.Diagnostics.Stopwatch.StartNew();

var fileSize = 0;

var block = reader.ReadBytes(16);

var previousBlock = block;

while (block.Length != 0)

{

fileSize += block.Length;

BlocksNumber++;

if (block.Length < 16)

{

areAddedRandomBytes = true;

var numberOfAddedBytes = (byte)(16 - block.Length);

var len = block.Length;

for (var i = 0; i < 16 - len - 1; i++)

AddByteToBlock(ref block, (byte)Random.Next(255));

AddByteToBlock(ref block, numberOfAddedBytes);

fileSize += numberOfAddedBytes;

}

var cipherText = algorithm.Encrypt(new Block

{

Data = new List<byte>(block)

}, key);

writer.Write(cipherText.Data.ToArray());

previousBlock = block;

block = reader.ReadBytes(16);

}

if (!areAddedRandomBytes && 1 <= previousBlock[0] && previousBlock[0] <= 16)

{

for (var i = 0; i < 15; i++)

AddByteToBlock(ref block, (byte)Random.Next(255));

AddByteToBlock(ref block, 16);

var cipherText = algorithm.Encrypt(new Block

{

Data = new List<byte>(block)

}, key);

writer.Write(cipherText.Data.ToArray());

}

watch.Stop();

Console.WriteLine($"Encryption completed\nTime: {watch.Elapsed}\nFile size: {fileSize} Bytes" +

$"\nSpeed: {(int)(fileSize / watch.Elapsed.TotalSeconds)} Bytes per second");

}

}

public void Decode()

{

var encryptedFilePath = GetFullFilePath(EncryptedTextFileName);

var decryptedFilePath = GetFullFilePath(DecryptedTextFileName);

if (!File.Exists(encryptedFilePath)) return;

var algorithm = new Algorithm();

var key = GetKey();

algorithm.GenerateRoundsKeys(key);

using (var reader = new BinaryReader(File.Open(encryptedFilePath, FileMode.Open)))

using (var writer = new BinaryWriter(File.Open(decryptedFilePath, FileMode.Create)))

{

var watch = System.Diagnostics.Stopwatch.StartNew();

var fileSize = 0;

var block = reader.ReadBytes(16);

var nextBlock = reader.ReadBytes(16);

while (block.Length != 0)

{

fileSize += block.Length;

var plainText = algorithm.Decrypt(new Block

{

Data = new List<byte>(block)

}, key);

if (nextBlock.Length == 0 && plainText.Data[0] <= 16)

{

var numberOfAddedBytes = plainText.Data[0];

if (numberOfAddedBytes != 16)

writer.Write(plainText.Data.Where((d, idx) => numberOfAddedBytes <= idx).ToArray());

}

else

writer.Write(plainText.Data.ToArray());

block = nextBlock;

nextBlock = reader.ReadBytes(16);

}

watch.Stop();

Console.WriteLine($"\nDecryption completed\nTime: {watch.Elapsed}\nFile size: {fileSize} Bytes" +

$"\nSpeed: {(int)(fileSize / watch.Elapsed.TotalSeconds)} Bytes per second");

}

}

}

}

Algorithm.cs

using System;

using System.Collections.Generic;

using System.Numerics;

namespace Kalyna

{

public class Algorithm

{

public bool UseLog { get; set; } = false;

private List<Block> RoundsKeys { get; } = new List<Block>();

private static void Log(string message, Block block)

{

Console.WriteLine($"{message,-30} {new BigInteger(block.Data.ToArray()).ToString("X32")}");

}

private Block GenerateKt(Block key)

{

var kt = new Block

{

Data = new List<byte>

{

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 5

}

};

kt.AddRoundKey(key);

if (UseLog)

Log("state[0].add\_rkey:", kt);

kt.SubBytes(StaticTables.Π);

if (UseLog)

Log("state[0].s\_box:", kt);

kt.ShiftRows();

if (UseLog)

Log("state[0].s\_row:", kt);

kt.MixColumns(StaticTables.Mds);

if (UseLog)

Log("state[0].m\_col:", kt);

kt.Xor(key);

if (UseLog)

Log("state[0].xor\_rkey:", kt);

kt.SubBytes(StaticTables.Π);

if (UseLog)

Log("state[0].s\_box:", kt);

kt.ShiftRows();

if (UseLog)

Log("state[0].s\_row:", kt);

kt.MixColumns(StaticTables.Mds);

if (UseLog)

Log("state[0].m\_col:", kt);

kt.AddRoundKey(key);

if (UseLog)

Log("state[0].add\_rkey:", kt);

kt.SubBytes(StaticTables.Π);

if (UseLog)

Log("state[0].s\_box:", kt);

kt.ShiftRows();

if (UseLog)

Log("state[0].s\_row:", kt);

kt.MixColumns(StaticTables.Mds);

if (UseLog)

Log("state[0].m\_col:", kt);

return kt;

}

public List<Block> GenerateRoundsKeys(Block key)

{

if (UseLog)

Log("Key", key);

for (var i = 0; i <= 10; i++)

RoundsKeys.Add(new Block());

// Even keys

//var kt = new Block

//{

// Data = new List<byte>

// {

// 0x7D, 0xD8, 0xE2, 0x38, 0x2F, 0xBC, 0x5C, 0xD0,

// 0xA1, 0x5B, 0x77, 0x3B, 0x65, 0x1F, 0x2F, 0x86

// }

//};

var kt = GenerateKt(key);

if (UseLog)

Log("KT", kt);

for (var i = 0; i <= 10; i += 2)

{

if (UseLog)

Console.WriteLine();

var roundKey = RoundsKeys[i];

roundKey.Data = new List<byte>(StaticTables.V);

roundKey.ShiftLeft(i / 2);

if (UseLog)

Log($"state[{i}].ShiftLeft (tmv):", roundKey);

var keyCopy = new Block(key);

keyCopy.RotateRight(32 \* i);

if (UseLog)

Log($"state[{i}].Rotate (id):", keyCopy);

roundKey.AddRoundKey(kt);

if (UseLog)

Log($"state[{i}].add\_rkey (tmv):", roundKey);

var copy = new Block(roundKey);

roundKey.AddRoundKey(keyCopy);

if (UseLog)

Log($"state[{i}].add\_rkey (kt\_round):", roundKey);

roundKey.SubBytes(StaticTables.Π);

if (UseLog)

Log($"state[{i}].s\_box:", roundKey);

roundKey.ShiftRows();

if (UseLog)

Log($"state[{i}].s\_row:", roundKey);

roundKey.MixColumns(StaticTables.Mds);

if (UseLog)

Log($"state[{i}].m\_col:", roundKey);

roundKey.Xor(copy);

if (UseLog)

Log($"state[{i}].xor\_rkey (kt\_round):", roundKey);

roundKey.SubBytes(StaticTables.Π);

if (UseLog)

Log($"state[{i}].s\_box:", roundKey);

roundKey.ShiftRows();

if (UseLog)

Log($"state[{i}].s\_row:", roundKey);

roundKey.MixColumns(StaticTables.Mds);

if (UseLog)

Log($"state[{i}].m\_col:", roundKey);

roundKey.AddRoundKey(copy);

if (UseLog)

{

Log($"state[{i}].add\_rkey (tmv):", copy);

Log($"state[{i}].add\_rkey (kt\_round):", roundKey);

}

RoundsKeys[i] = roundKey;

}

// Odd keys

for (var i = 1; i <= 10; i += 2)

{

RoundsKeys[i].Data = RoundsKeys[i - 1].Data;

if (i == 7)

{

}

RoundsKeys[i].RotateLeft(56);

}

return RoundsKeys;

}

public Block Encrypt(Block plainText, Block key)

{

if (RoundsKeys.Count == 0)

GenerateRoundsKeys(key);

var cipherText = new Block(plainText);

cipherText.AddRoundKey(RoundsKeys[0]);

for (var i = 1; i <= 9; i++)

{

if (UseLog)

Console.WriteLine();

cipherText.SubBytes(StaticTables.Π);

if (UseLog)

Log($"round[{i}].s\_box:", cipherText);

cipherText.ShiftRows();

if (UseLog)

Log($"round[{i}].s\_row:", cipherText);

cipherText.MixColumns(StaticTables.Mds);

if (UseLog)

Log($"round[{i}].m\_col:", cipherText);

cipherText.Xor(RoundsKeys[i]);

if (UseLog)

Log($"round[{i}].xor\_rkey:", cipherText);

}

if (UseLog)

Console.WriteLine();

cipherText.SubBytes(StaticTables.Π);

if (UseLog)

Log("round[10].s\_box:", cipherText);

cipherText.ShiftRows();

if (UseLog)

Log("round[10].s\_row:", cipherText);

cipherText.MixColumns(StaticTables.Mds);

if (UseLog)

Log("round[10].m\_col:", cipherText);

cipherText.AddRoundKey(RoundsKeys[10]);

if (UseLog)

Log("round[10].add\_rkey:", cipherText);

return cipherText;

}

public Block Decrypt(Block cipherText, Block key)

{

if (RoundsKeys.Count == 0)

GenerateRoundsKeys(key);

var plainText = new Block(cipherText);

plainText.SubRoundKey(RoundsKeys[10]);

if (UseLog)

Log("round[10].sub\_rkey:", plainText);

plainText.MixColumns(StaticTables.MdsRev);

if (UseLog)

Log("round[10].m\_col:", plainText);

plainText.ShiftRowsRev();

if (UseLog)

Log("round[10].s\_row:", plainText);

plainText.SubBytes(StaticTables.ΠRev);

if (UseLog)

Log("round[10].s\_box:", plainText);

for (var i = 9; 1 <= i; --i)

{

if (UseLog)

Console.WriteLine();

plainText.Xor(RoundsKeys[i]);

if (UseLog)

Log($"round[{i}].xor\_rkey:", plainText);

plainText.MixColumns(StaticTables.MdsRev);

if (UseLog)

Log($"round[{i}].m\_col:", plainText);

plainText.ShiftRowsRev();

if (UseLog)

Log($"round[{i}].s\_row:", plainText);

plainText.SubBytes(StaticTables.ΠRev);

if (UseLog)

Log($"round[{i}].s\_box:", plainText);

}

plainText.SubRoundKey(RoundsKeys[0]);

if (UseLog)

Log("round[0].sub\_rkey:", plainText);

return plainText;

}

}

}

Program.cs

namespace Kalyna

{

internal static class Program

{

private static void Main()

{

var f = new FileEncoderDecoder

{

PlainTextFileName = "Files\\Plain.txt",

EncryptedTextFileName = "Files\\Encrypted.txt",

DecryptedTextFileName = "Files\\Decrypted.txt",

KeyFileName = "Files\\Key.txt"

};

f.Encode();

f.Decode();

}

}

}